UNIT II

Mathematical Computing with Python (NumPy):Working with NumPy Arrays, Data Types, Array Creation, Indexing and Slicing, Numerical Operations on Arrays, Array Functions, Data Processing using Arrays**,** Loading and Saving Data, Saving an Array, Loading an Array, Numpy Random Numbers

Data Manipulation with Pandas: Data Wrangling, Data Exploration, Cleaning Data, Filtering, Merging Data, Reshaping Data, Data Aggregation**,** Reading and Writing Files, Loading and Saving Data with Pandas

NUMPY

NumPy is a Python library.

NumPy is used for working with arrays.

NumPy is short for "Numerical Python"

**NumPy(Numerical Python)** is a fundamental library for Python **numerical computing**. It provides efficient multi-dimensional array objects and various mathematical functions for handling large datasets making it a critical tool for professionals in fields that require heavy computation.

**Creating NumPy Arrays**

* **Using ndarray :**The array object is called [ndarray.](https://www.geeksforgeeks.org/numpy-ndarray/" \t "_blank) NumPy arrays are created using the array() function.

import numpy as np

# Creating a 1D array

x = np.array([1, 2, 3])

# Creating a 2D array

y = np.array([[1, 2], [3, 4]])

# Creating a 3D array

z = np.array([[[1, 2], [3, 4]], [[5, 6], [7, 8]]])

print(x)

print(y)

print(z)

[1 2 3]

[[1 2]

[3 4]]

[[[1 2]

[3 4]]

[[5 6]

[7 8]]]

**NumPy Array Indexing**

Knowing the basics of [NumPy array indexing](https://www.geeksforgeeks.org/numpy-indexing/) is important for analyzing and manipulating the array object.

* **Basic Indexing:**Basic indexing in NumPy allows you to access elements of an array using indices.

**Example:**

1

import numpy as np

2

​

3

# Create a 1D array

4

arr1d = np.array([10, 20, 30, 40, 50])

5

​

6

# Single element access

7

print("Single element access:", arr1d[2])

8

​

9

# Negative indexing

10

print("Negative indexing:", arr1d[-1])

11

​

12

# Create a 2D array

13

arr2d = np.array([[1, 2, 3], [4, 5, 6], [7, 8, 9]])

14

​

15

# Multidimensional array access

16

print("Multidimensional array access:", arr2d[1, 0])

**Output**

Single element access: 30

Negative indexing: 50

Multidimensional array access: 4

* **Slicing:** Just like lists in Python, NumPy arrays can be sliced. As arrays can be multidimensional, you need to specify a slice for each dimension of the array.

**Example:**

1

import numpy as np

2

​

3

arr = np.array([[1, 2, 3], [4, 5, 6]])

4

#elements from index 1 to 3

5

print("Range of Elements:",arr[1:4])

6

​

7

#all rows, second column

8

print("Multidimensional Slicing:", arr[:, 1])

**Output**

Range of Elements: [[4 5 6]]

Multidimensional Slicing: [2 5]

* **Advanced Indexing:**Advanced Indexing in NumPy provides more powerful and flexible ways to access and manipulate array elements.

**Example:**

1

import numpy as np

2

arr = np.array([10, 20, 30, 40, 50, 60, 70, 80, 90, 100])

3

​

4

# Integer array indexing

5

indices = np.array([1, 3, 5])

6

print ("Integer array indexing:", arr[indices])

7

​

8

# boolean array indexing

9

cond = arr > 0

10

print ("\nElements greater than 0:\n", arr[cond])

**Output**

Elements at indices (0, 3), (1, 2), (2, 1),(3, 0):

[4. 6. 0. 3.]

Elements greater than 0:

[2. 4. 4. 6. 2.6 7. 8. 3. 4. 2. ]

**NumPy Basic Operations**

Element-wise operations in NumPy allow you to perform mathematical operations on each element of an array individually, without the need for explicit loops.

* **Element-wise Operations:** We can perform arithmetic operations like addition, subtraction, multiplication, and division directly on NumPy arrays.

**Example:**

1

import numpy as np

2

​

3

x = np.array([1, 2, 3])

4

y = np.array([4, 5, 6])

5

​

6

# Addition

7

add = x + y

8

print("Addition:",add)

9

​

10

# Subtraction

11

subtract = x - y

12

print("substration:",subtract)

13

​

14

# Multiplication

15

multiply = x \* y

16

print("multiplication:",multiply)

17

​

18

# Division

19

divide = x / y

20

print("division:", divide)

**Output**

Addition: [5 7 9]

substration: [-3 -3 -3]

multiplication: [ 4 10 18]

division: [0.25 0.4 0.5 ]

* **Unary Operation:**These operations are applied to each individual element in the array, without the need for multiple arrays (as in binary operations).

**Example:**

1

import numpy as np

2

​

3

# Example array with both positive and negative values

4

arr = np.array([-3, -1, 0, 1, 3])

5

​

6

# Applying a unary operation: absolute value

7

result = np.absolute(arr)

8

print("Absolute value:", result)

**Output**

Absolute value: [3 1 0 1 3]

* **Binary Operators:**[Numpy Binary Operations](https://www.geeksforgeeks.org/numpy-binary-operations/" \t "_blank) apply to the array elementwise and a new array is created. We can use all basic arithmetic operators like +, -, /,  etc. In the case of +=, -=, = operators, the existing array is modified.

**Example:**

1

import numpy as np

2

​

3

# Two example arrays

4

arr1 = np.array([1, 2, 3])

5

arr2 = np.array([4, 5, 6])

6

​

7

# Applying a binary operation: addition

8

result = np.add(arr1, arr2)

9

​

10

print("Array 1:", arr1)

11

print("Array 2:", arr2)

12

print("Addition Result:", result)

**Output**

Array 1: [1 2 3]

Array 2: [4 5 6]

Addition Result: [5 7 9]

**NumPy ufuncs**

NumPy provides familiar mathematical functions such as **sin, cos, exp, etc**. These functions also operate elementwise on an array, producing an array as output.

**Example:**

**import** **numpy** **as** **np**

*# create an array of sine values*

a = np.array([0, np.pi/2, np.pi])

print ("Sine values of array elements:", np.sin(a))

*# exponential values*

a = np.array([0, 1, 2, 3])

print ("Exponent of array elements:", np.exp(a))

*# square root of array values*

print ("Square root of array elements:", np.sqrt(a))

**Output:**

Sine values of array elements: [ 0.00000000e+00 1.00000000e+00 1.22464680e-16]

Exponent of array elements: [ 1. 2.71828183 7.3890561 20.08553692]

Square root of array elements: [ 0. 1. 1.41421356 1.73205081]

**NumPy Sorting Arrays**

We can use a simple **[np.sort()](https://www.geeksforgeeks.org/numpy-sort-in-python/)** method for sorting Python NumPy arrays.

**Example:**

1

import numpy as np

2

​

3

# set alias names for dtypes

4

dtypes = [('name', 'S10'), ('grad\_year', int), ('cgpa', float)]

5

​

6

# Values to be put in array

7

values = [('Hrithik', 2009, 8.5), ('Ajay', 2008, 8.7),

8

('Pankaj', 2008, 7.9), ('Aakash', 2009, 9.0)]

9

10

# Creating array

11

arr = np.array(values, dtype = dtypes)

12

print ("\nArray sorted by names:\n",

13

np.sort(arr, order = 'name'))

14

15

print ("Array sorted by graduation year and then cgpa:\n",

16

np.sort(arr, order = ['grad\_year', 'cgpa']))

**Output**

Array sorted by names:

[(b'Aakash', 2009, 9. ) (b'Ajay', 2008, 8.7) (b'Hrithik', 2009, 8.5)

(b'Pankaj', 2008, 7.9)]

Array sorted by graduation year and then cgpa:

[(b'Pankaj', 2008, 7.9) (b'Ajay',...

**Key Features of NumPy**

NumPy has various features that make it popular over lists.

* **N-Dimensional Arrays**: NumPy’s core feature is ndarray, a powerful N-dimensional array object that supports homogeneous data types.
* **Arrays with High Performance**: Arrays are stored in contiguous memory locations, enabling faster computations than Python lists(Please see [Numpy Array vs Python List](https://www.geeksforgeeks.org/python-lists-vs-numpy-arrays/" \t "_blank) for details).
* [Broadcasting](https://www.geeksforgeeks.org/numpy-array-broadcasting/): This allows element-wise computations between arrays of different shapes. It simplifies operations on arrays of **various shapes** by automatically aligning their dimensions without creating new data.
* [Vectorization](https://www.geeksforgeeks.org/vectorization-in-python/): Eliminates the need for explicit Python loops by applying operations directly on entire arrays.
* **Linear algebra**: NumPy contains routines for linear algebra operations, such as matrix multiplication, decompositions, and determinants.

Basic

[Introduction](https://www.w3schools.com/python/numpy/numpy_intro.asp)

[Getting Started](https://www.w3schools.com/python/numpy/numpy_getting_started.asp)

[Creating Arrays](https://www.w3schools.com/python/numpy/numpy_creating_arrays.asp)

[Array Indexing](https://www.w3schools.com/python/numpy/numpy_array_indexing.asp)

[Array Slicing](https://www.w3schools.com/python/numpy/numpy_array_slicing.asp)

[Data Types](https://www.w3schools.com/python/numpy/numpy_data_types.asp)

[Copy vs View](https://www.w3schools.com/python/numpy/numpy_copy_vs_view.asp)

[Array Shape](https://www.w3schools.com/python/numpy/numpy_array_shape.asp)

[Array Reshape](https://www.w3schools.com/python/numpy/numpy_array_reshape.asp)

[Array Iterating](https://www.w3schools.com/python/numpy/numpy_array_iterating.asp)

[Array Join](https://www.w3schools.com/python/numpy/numpy_array_join.asp)

[Array Split](https://www.w3schools.com/python/numpy/numpy_array_split.asp)

[Array Search](https://www.w3schools.com/python/numpy/numpy_array_search.asp)

[Array Sort](https://www.w3schools.com/python/numpy/numpy_array_sort.asp)

[Array Filter](https://www.w3schools.com/python/numpy/numpy_array_filter.asp)

Random

[Random Intro](https://www.w3schools.com/python/numpy/numpy_random.asp)

[Data Distribution](https://www.w3schools.com/python/numpy/numpy_random_distribution.asp)

[Random Permutation](https://www.w3schools.com/python/numpy/numpy_random_permutation.asp)

[Seaborn Module](https://www.w3schools.com/python/numpy/numpy_random_seaborn.asp)

[Normal Dist.](https://www.w3schools.com/python/numpy/numpy_random_normal.asp)

[Binomial Dist.](https://www.w3schools.com/python/numpy/numpy_random_binomial.asp)

[Poisson Dist.](https://www.w3schools.com/python/numpy/numpy_random_poisson.asp)

[Uniform Dist.](https://www.w3schools.com/python/numpy/numpy_random_uniform.asp)

[Logistic Dist.](https://www.w3schools.com/python/numpy/numpy_random_logistic.asp)

[Multinomial Dist.](https://www.w3schools.com/python/numpy/numpy_random_multinomial.asp)

[Exponential Dis.](https://www.w3schools.com/python/numpy/numpy_random_exponential.asp)

[Chi Square Dist.](https://www.w3schools.com/python/numpy/numpy_random_chisquare.asp)

[Rayleigh Dist.](https://www.w3schools.com/python/numpy/numpy_random_rayleigh.asp)

[Pareto Dist.](https://www.w3schools.com/python/numpy/numpy_random_pareto.asp)

[Zipf Dist.](https://www.w3schools.com/python/numpy/numpy_random_zipf.asp)

ufunc

[ufunc Intro](https://www.w3schools.com/python/numpy/numpy_ufunc.asp)

[Create Function](https://www.w3schools.com/python/numpy/numpy_ufunc_create_function.asp)

[Simple Arithmetic](https://www.w3schools.com/python/numpy/numpy_ufunc_simple_arithmetic.asp)

[Rounding Decimals](https://www.w3schools.com/python/numpy/numpy_ufunc_rounding_decimals.asp)

[Logs](https://www.w3schools.com/python/numpy/numpy_ufunc_logs.asp)

[Summations](https://www.w3schools.com/python/numpy/numpy_ufunc_summations.asp)

[Products](https://www.w3schools.com/python/numpy/numpy_ufunc_products.asp)

[Differences](https://www.w3schools.com/python/numpy/numpy_ufunc_differences.asp)

[Finding LCM](https://www.w3schools.com/python/numpy/numpy_ufunc_lcm.asp)

[Finding GCD](https://www.w3schools.com/python/numpy/numpy_ufunc_gcd.asp)

[Trigonometric](https://www.w3schools.com/python/numpy/numpy_ufunc_trigonometric.asp)

[Hyperbolic](https://www.w3schools.com/python/numpy/numpy_ufunc_hyperbolic.asp)

[Set Operations](https://www.w3schools.com/python/numpy/numpy_ufunc_set_operations.asp)

**NumPy**is a powerful [Python library](https://www.geeksforgeeks.org/libraries-in-python/) that can manage different types of data. Here we will explore the **Datatypes in NumPy** and How we can check and create datatypes of the [NumPy array](https://www.geeksforgeeks.org/basics-of-numpy-arrays/).

**DataTypes in NumPy**

A **data type** in [NumPy](https://www.geeksforgeeks.org/python-numpy/) is used to specify the type of data stored in a variable. Here is the list of characters available in NumPy to represent data types.

| **Character** | **Meaning** |
| --- | --- |
| b | Boolean |
| f | Float |
| m | Time Delta |
| O | Object |
| U | Unicode String |
| **i** | Integer |
| u | Unsigned Integer |
| c | Complex Float |
| M | DateTime |
| S | String |
| V | A fixed chunk of memory for other types (void) |

The list of various types of data types provided by NumPy are given below:

| **Data Type** | **Description** |
| --- | --- |
| bool\_ | Boolean |
| int\_ | Default integer type (int64 or int32) |
| intc | Identical to the integer in C (int32 or int64) |
| intp | Integer value used for indexing |
| int8 | 8-bit integer value (-128 to 127) |
| int16 | 16-bit integer value (-32768 to 32767) |
| int32 | 32-bit integer value (-2147483648 to 2147483647) |
| int64 | 64-bit integer value (-9223372036854775808 to 9223372036854775807) |
| uint8 | Unsigned 8-bit integer value (0 to 255) |
| uint16 | Unsigned 16-bit integer value (0 to 65535) |
| uint32 | Unsigned 32-bit integer value (0 to 4294967295) |
| uint64 | Unsigned 64-bit integer value (0 to 18446744073709551615) |
| float\_ | Float values |
| float16 | Half precision float values |
| float32 | Single-precision float values |
| float64 | Double-precision float values |
| complex\_ | Complex values |
| complex64 | Represent two 32-bit float complex values (real and imaginary) |
| complex128 | Represent two 64-bit float complex values (real and imaginary) |

**Checking the Data Type of NumPy Array**

We can check the datatype of [Numpy array](https://www.geeksforgeeks.org/basics-of-numpy-arrays/) by using dtype. Then it returns the data type all the elements in the array.

1

import numpy as np

2

​

3

# Create a NumPy array

4

arr = np.array([1, 2, 3, 4, 5])

5

​

6

# Check the data type of the array

7

data\_type = arr.dtype

8

print(data\_type)

**Output**

int64

**Create Arrays With a Defined Data Type**

We can create an array with a defined data type by specifying “dtype” attribute in **numpy.array()** method while initializing an array.

1

import numpy as np

2

​

3

arr1 = np.array([1, 2, 3, 4], dtype=np.float64)

4

​

5

# Creating a 3x3 int32 array of zeros

6

arr2 = np.zeros((3, 3), dtype=np.int32)

7

​

8

# Creating a 2x2 complex128 array of ones

9

arr3 = np.ones((2, 2), dtype=np.complex128)

10

​

11

# Creating a 1D bool array

12

arr4 = np.empty((4,), dtype=np.bool\_)

13

​

14

# Print the arrays and their data types

15

print(arr1.dtype)

16

print(arr2.dtype)

17

print(arr3.dtype)

18

print(arr4.dtype)

**Output**

float64

int32

complex128

bool

**Convert Data Type of NumPy Arrays**

We can convert data type of an arrays from one type to another using[astype() function](https://www.geeksforgeeks.org/numpy-maskedarray-astype-function-python/).

1

import numpy as np

2

​

3

arr1 = np.array([1.2, 2.5, 3.7])

4

​

5

# Converting to int32

6

arr2 = arr1.astype(np.int32)

7

​

8

# Print new array and its type

9

print(arr2)

10

print(arr2.dtype)

**Output**

[1 2 3]

int32

NumPy Operations

Python package NumPy stands for "Numerical Python." The logical computation package includes an efficient N-D array object and provides facilities to link C, C++, and other programming languages. Additionally, it helps with arbitrary number capacity, linear-based math, and other subjects. NumPy displays can be used as a powerful multi-dimensional container for general data. Python Array: Rows and columns make up the robust N-dimensional object known as a Numpy array. We may access its elements and initialize NumPy arrays using a nested Python list. On a structural plane, a Numpy array consists of a mixture of:

* The Data reference displays the memory location of the Numpy array's initial byte.
* The name Data type or the dtype argument describes the Python types of elements stored within the particular array.
* The shape denotes the number of rows and columns the array has.
* The strides specify how many bytes in the system's memory should be bypassed before moving on to the next array element.

Numpy Basics

Array of Ones

Creates a NumPy array according to the parameters given, with all elements being 1.

**Code**

1. # Python program to create a numpy array of ones
2. array = np.ones([2,3])
3. **print**(array)

**Output**

Backward Skip 10sPlay VideoForward Skip 10s

*[[1. 1. 1.]*

*[1. 1. 1.]]*

Array of Zeros

This function returns a NumPy array with all entries set to 0 having dimensions as specified.

**Code**

1. # Python program to create a numpy array of zeroes
2. array = np.zeros([2,3])
3. **print**(array)

**Output**

*[[0. 0. 0.]*

*[0. 0. 0.]]*

These functions are simple, and they can be used to create sample arrays which are often needed for various computational purposes.

Eye

Let's now examine how the eye method works. A 2-D array containing ones on its diagonal and zeros everywhere else is this function's output.

**Code**

Advertisement

1. # Python program to create a numpy array having ones on diagonal and zeroes elsewhere
2. array = np.eye(4)
3. **print**(array)# Python program to create a numpy array of ones
4. array = np.ones([2,3])
5. **print**(array)

**Output**

*[[1. 0. 0. 0.]*

*[0. 1. 0. 0.]*

*[0. 0. 1. 0.]*

*[0. 0. 0. 1.]]*

Similarly, the diag() method builds a 2D array with all other members set to zero, and the items supplied to function as arguments are set to the diagonal elements.

**Code**

1. **import** numpy as np
2. y = np.array([78,56,89])
3. np.diag(y)

**Output**

*array([[78, 0, 0],*

*[ 0, 56, 0],*

*[ 0, 0, 89]])*

Vstack() and Hstack()

We can use the vstack() function to vertically stack two arrays and hstack() to stack two or more arrays horizontally. Let's practice with several instances.

**Code**

1. # Python program to stack two arrays
3. array1 = np.array([[2,3,4,5],[4,3,5,3]])
4. array2 = np.array([[6,3,5,2],[8,2,5,8]])
6. # Vertical stacking
7. array = np.vstack((array1, array2))
8. **print**("Vertically stacked: \n", array)
10. # Horizontal stacking
11. array = np.hstack((array1, array2))
12. **print**("Horizontally stacked: \n", array)

**Output**

Advertisement

*Vertically stacked:*

*[[2 3 4 5]*

*[4 3 5 3]*

*[6 3 5 2]*

*[8 2 5 8]]*

*Horizontally stacked:*

*[[2 3 4 5 6 3 5 2]*

*[4 3 5 3 8 2 5 8]]*

Operations on Numpy Array

Arithmetic Operations

**Code**

1. # Python program to perform arithmetic operations on the Numpy arrays
3. **import** numpy as np
5. # Initializing our array
6. array1 = np.arange(9, dtype = np.float\_).reshape(3, 3)
7. **print**('First Array:')
8. **print**(array1)
10. **print**('Second array:')
11. array2 = np.arange(11,20, dtype = np.float\_).reshape(3, 3)
12. **print**(array2)
14. **print**('\nAdding two arrays:')
15. **print**(np.add(array1, array2))
17. **print**('\nSubtracting two arrays:')
18. **print**(np.subtract(array1, array2))
20. **print**('\nMultiplying two arrays:')
21. **print**(np.multiply(array1, array2))
23. **print**('\nDividing two arrays:')
24. **print**(np.divide(array1, array2))

**Output**

*First Array:*

*[[0. 1. 2.]*

*[3. 4. 5.]*

*[6. 7. 8.]]*

*Second array:*

*[[11. 12. 13.]*

*[14. 15. 16.]*

*[17. 18. 19.]]*

*Adding two arrays:*

*[[11. 13. 15.]*

*[17. 19. 21.]*

*[23. 25. 27.]]*

*Subtracting two arrays:*

*[[-11. -11. -11.]*

*[-11. -11. -11.]*

*[-11. -11. -11.]]*

*Multiplying two arrays:*

*[[ 0. 12. 26.]*

*[ 42. 60. 80.]*

*[102. 126. 152.]]*

*Dividing two arrays:*

*[[0. 0.08333333 0.15384615]*

*[0.21428571 0.26666667 0.3125 ]*

*[0.35294118 0.38888889 0.42105263]]*

numpy.reciprocal()

This method returns the argument's element-by-element inverse. When an element's absolute value is greater than 1, the outcome is always 0, and an overflow warning is shown for integer 0.

Advertisement

**Code**

1. # Python program to show how to perform the reciprocal operation on the NumPy arrays
3. # Importing the numpy library
4. **import** numpy as np
6. # Initializing our array
7. array = np.array([23, 14, 63.9, 23.5, 23.7, 13, 7])
9. **print**('The array is:')
10. **print**(array)
12. **print**('\nAfter applying the reciprocal function array is:')
13. **print**(np.reciprocal(array))
15. # Creating another array
16. array2 = np.array([24], dtype = int)
18. **print**()
20. **print**('The second array is: ')
21. **print**(array2)
23. **print**('After applying the reciprocal function the array is: ')
24. **print**(np.reciprocal(array2))

**Output**

*The array is:*

*[23. 14. 63.9 23.5 23.7 13. 7. ]*

*After applying the reciprocal function array is:*

*[0.04347826 0.07142857 0.01564945 0.04255319 0.04219409 0.07692308*

*0.14285714]*

*The second array is:*

*[24]*

*After applying the reciprocal function the array is:*

*[0]*

numpy.power()

This function treats the original array's elements as the base in the exponents' syntax, which then raises them to the power of the adjacent elements provided in the second array argument.

**Code**

1. # Python program to show how to take powers of the numpy array
3. # Importing the numpy library
4. **import** numpy as np
6. # Initializing the array
7. array = np.array([3, 5, 2])
9. **print**('The original array is:')
10. **print**(array)
12. **print**('Applying the numpy power function: ')
13. **print**(np.power(array, 2))
15. # Initializing another array
16. **print**('The second array is:')
17. array\_ = np.array([2, 4, 5])
18. **print**(array\_)
20. # Giving the power as a numpy array
21. **print**('Applying the numpy power function: ')
22. **print**(np.power(array, array\_))

**Output**

*The original array is:*

*[3 5 2]*

*Applying the numpy power function:*

*[ 9 25 4]*

*The second array is:*

*[2 4 5]*

*Applying the numpy power function:*

*[ 9 625 32]*

numpy.mod()

This function returns the remainder of the division of the corresponding elements in the input array. The function numpy.remainder() also produces the same result.

**Code**

1. # Python program to show how to find remainders on dividing an array by an array in numpy
3. # Importing the numpy library
4. **import** numpy as np
6. # Initializing the arrays
7. array = np.array([5, 10, 15])
8. array1 = np.array([2, 4, 5])
10. **print**('The original array:')
11. **print**(array)
13. **print**('The array for diving the original array:')
14. **print**(array1)
16. **print**('Applying the numpy mod function:')
17. **print**(np.mod(array, array1))
19. **print**('Applying the numpy remainder function:')
20. **print**(np.remainder(array, array1))

**Output**

*The original array:*

*[ 5 10 15]*

*The array for diving the original array:*

*[2 4 5]*

*Applying the numpy mod function:*

*[1 2 0]*

*Applying the numpy remainder function:*

*[1 2 0]*

The following functions are used to perform operations on an array with complex numbers.

**numpy.real() ?** This function will return the real part of the given complex argument.

**numpy.imag() ?** This function will return the imaginary part of the complex argument.

**numpy.conj() ?** This function will return the complex conjugate of the given complex argument. It is obtained by swapping the sign of the imaginary part.

**numpy.angle() ?** This function will return the angle of the given complex argument. The function has a parameter having the keyword- degree. If set to true, the function will return the angle in degrees; otherwise, the angle is returned in radians.

**Code**

1. # Python program to show how to perform operations on the complex elements of an array in numpy
3. # Importing the numpy library
4. **import** numpy as np
6. # Initializing the array
7. a = np.array([-6.6j, 0.9j, 14. , 1+9j])
9. **print**('Our complex array is:')
10. **print**(a)
12. **print**('Applying the numpy real function: ')
13. **print**(np.real(a))
15. **print**('Applying the numpy imag function: ')
16. **print**(np.imag(a))
18. **print**('Applying the numpy conj function: ')
19. **print**(np.conj(a))
21. **print**('Applying the numpy angle function: ')
22. **print**(np.angle(a))
24. **print**('Applying the numpy angle function again (result in degrees)')
25. **print**(np.angle(a, deg = True))

**Output**

*Our complex array is:*

*[-0.-6.6j 0.+0.9j 14.+0.j 1.+9.j ]*

*Applying the numpy real function:*

*[-0. 0. 14. 1.]*

*Applying the numpy imag function:*

*[-6.6 0.9 0. 9. ]*

*Applying the numpy conj function:*

*[-0.+6.6j 0.-0.9j 14.-0.j 1.-9.j ]*

*Applying the numpy angle function:*

*[-1.57079633 1.57079633 0. 1.46013911]*

*Applying the numpy angle function again (result in degrees)*

*[-90. 90. 0. 83.65980825]*

Using Numpy Arrays with Conditional Expressions

To identify the values that meet your criterion, utilize conditionals. The outcome of a conditional operating condition is also a numpy array because "array" is also a numpy array. Our conditional check produces an array containing boolean values as its result.

**Code**

1. # Python program to perform condition operations on the array
3. # Initializing the array
4. array = np.array([20, 30, 23, 12, 53, 54, 24])
6. # Values greater than 30
7. array\_30 = array >= 30
8. **print**(array\_30)
10. # Only storing the values that are greater than 30
11. **print**(array[array\_30])
13. # Direct method to do the above task
14. **print**(array[array >= 30])

**Output**

*[False True False False True True False]*

*[30 53 54]*

*[30 53 54]*

numpy.dot()

We will begin with the cases in which both arguments are scalars or one-dimensional arrays.

**Code**

1. # Python program to find the dot product of the numpy vectors
3. # Directly passing the values
4. **print**(np.dot(3, 4))
6. # Initializing the two arrays of a single value
7. a = np.array([3])
8. b = np.array([4])
9. **print**("Dimensions of a: ", a.ndim)
10. **print**(f"The dot product of {a} and {b} is: ", np.dot(a, b))
12. # Initializing the two arrays of two value
13. a = np.array([4, -3])
14. b = np.array([-6, 3])
15. **print**(f"The dot product of {a} and {b} is: ", np.dot(a, b))

**Output**

*12*

*Dimensions of a: 1*

*The dot product of [3] and [4] is: 12*

*The dot product of [ 4 -3] and [-6 3] is: -33*

Logical Operators

The logical operators "or" and "and" also apply to numpy arrays elementwise. For this, we can use the numpy logical\_or and logical\_and methods.

**Code**

1. # Python program to use logical operations on numpy arrays
3. # Importing the numpy library
4. **import** numpy as np
6. # Intializing the arrays
7. array = np.array([ [True, False], [True, False]])
8. array1 = np.array([ [False, True], [True, False]])
10. # Applying numpy "or" and "and" operations
11. **print**("After or operation: \n", np.logical\_or(array, array1))
12. **print**("After and operation: \n", np.logical\_and(array, array1))

**Output**

*After or operation:*

*[[ True True]*

*[ True False]]*

*After and operation:*

*[[False False]*

*[ True False]]*

Implementing Operations on Arrays Having Different Shapes

Up until now, we have dealt with two distinct instances using simple operations such as "+" or "\*":

* an operation performed on a scalar and a numpy array
* an operation used to combine two arrays having the same shape.

The next section will demonstrate that we can still apply operators even if an array has a unique shape. But only particular circumstances allow it to function.

Broadcasting

Arrays of different dimensions can be used for arithmetic operations thanks to Numpy's robust Broadcasting technique. This implies that we take a larger dimension array and a smaller dimension array, and we convert or extend the smaller dimension array to the larger dimension array multiple times to carry out an operation. To put this in another way, the smaller array can occasionally be "broadcasted" so that it takes on the same dimension as the larger array.

In our Python software, we can avoid loops with the help of broadcasting. In the C-based Numpy implementations, the iteration happens implicitly. Additionally, we refrain from making duplicates of our data.

A straightforward example is used to illustrate the broadcasting operational principle.

**Code**

1. # Python program to show how to apply operations on two numpy arrays of different shapes
3. # Importing the numpy library
4. **import** numpy as np
6. # Initializing two arrays of different lengths
7. arr1 = np.array([ [3, 2, 4], [1, 3, 2], [5, 3, 3] ])
8. arr2 = np.array([2, 2, 2])
10. # Original arrays
11. **print**("arr1: \n", arr1)
12. **print**("arr2: \n", arr2)
14. # Multiplieng the arrays
15. **print**("Multiplication using broadcasting: ")
16. **print**(arr1 \* arr2)
18. # Adding the arrays
19. **print**("Addition using broadcasting: ")
20. **print**(arr1 + arr2)

**Output**

*arr1:*

*[[3 2 4]*

*[1 3 2]*

*[5 3 3]]*

*arr2:*

*[2 2 2]*

*Multiplication using broadcasting:*

*[[ 6 4 8]*

*[ 2 6 4]*

*[10 6 6]]*

*Addition using broadcasting:*

*[[5 4 6]*

*[3 5 4]*

*[7 5 5]]*

Distance Matrix

A distance matrix in geometry is a matrix or a two-dimensional array that stores the distances between the members of a set, pairwise taken, in mathematics, computer science, and particularly in graph theory. If the set has n elements, this two-dimensional array's size is n x n.

A distance matrix connecting the coordinates, in our case, the alphabet, to a hypothetical point:

**Code**

1. # Python program to find the distance matrix using numpy functions
3. # Importing numpy
4. **import** numpy as np
5. # Initializing the arrays
6. coord = ["A", "B", "C", "D", "E",
7. "F", "G", "H", "I", "J",
8. "K", "L", "M", "N", "O",
9. "P", "Q", "R", "S", "T",
10. "U", "V", "W", "X", "Y", "Z"]
12. distance\_from\_coord = [12, 14, 13, 18, 18,
13. 16, 69, 12, 23, 24,
14. 10, 45, 35, 27, 15,
15. 33, 34, 37, 28, 22,
16. 47, 18, 19, 17, 21, 14]
18. distances =  np.array(distance\_from\_coord[:12])
19. **print**(distances)
20. **print**(np.abs(distances - distances[:, np.newaxis]))

**Output**

*[12 14 13 18 18 16 69 12 23 24 10 45]*

*[[ 0 2 1 6 6 4 57 0 11 12 2 33]*

*[ 2 0 1 4 4 2 55 2 9 10 4 31]*

*[ 1 1 0 5 5 3 56 1 10 11 3 32]*

*[ 6 4 5 0 0 2 51 6 5 6 8 27]*

*[ 6 4 5 0 0 2 51 6 5 6 8 27]*

*[ 4 2 3 2 2 0 53 4 7 8 6 29]*

*[57 55 56 51 51 53 0 57 46 45 59 24]*

*[ 0 2 1 6 6 4 57 0 11 12 2 33]*

*[11 9 10 5 5 7 46 11 0 1 13 22]*

*[12 10 11 6 6 8 45 12 1 0 14 21]*

*[ 2 4 3 8 8 6 59 2 13 14 0 35]*

*[33 31 32 27 27 29 24 33 22 21 35 0]]*

**Numerical Operations on Numpy Arrays**

[NumPy](https://www.geeksforgeeks.org/python-numpy/) is a Python package which means ‘Numerical Python’. It is the library for logical computing, which contains a powerful n-dimensional array object, gives tools to integrate C, C++ and so on. It is likewise helpful in linear based math, arbitrary number capacity and so on. NumPy exhibits can likewise be utilized as an effective multi-dimensional compartment for generic data. **NumPy Array:** Numpy array is a powerful N-dimensional array object which is in the form of rows and columns. We can initialize **NumPy arrays** from nested Python lists and access it elements. A Numpy array on a structural level is made up of a combination of:

* The **Data**pointer indicates the memory address of the first byte in the array.
* The **Data type** or **dtype** pointer describes the kind of elements that are contained within the array.
* The **shape** indicates the shape of the array.
* The **strides** are the number of bytes that should be skipped in memory to go to the next element.

**Operations on Numpy Array**

**Arithmetic Operations:**

* Python3

|  |
| --- |
| # Python code to perform arithmetic  # operations on NumPy array      **import** numpy as np      # Initializing the array  arr1 **=** np.arange(4, dtype **=** np.float\_).reshape(2, 2)    print('First array:')  **print**(arr1)    **print**('\nSecond array:')  arr2 **=** np.array([12, 12])  print(arr2)    print('\nAdding the two arrays:')  **print**(np.add(arr1, arr2))    **print**('\nSubtracting the two arrays:')  **print**(np.subtract(arr1, arr2))    print('\nMultiplying the two arrays:')  print(np.multiply(arr1, arr2))    print('\nDividing the two arrays:')  print(np.divide(arr1, arr2)) |

**Output:**

First array:

[[ 0. 1.]

[ 2. 3.]]

Second array:

[12 12]

Adding the two arrays:

[[ 12. 13.]

[ 14. 15.]]

Subtracting the two arrays:

[[-12. -11.]

[-10. -9.]]

Multiplying the two arrays:

[[ 0. 12.]

[ 24. 36.]]

Dividing the two arrays:

[[ 0. 0.08333333]

[ 0.16666667 0.25 ]]

**numpy.reciprocal()** This function returns the reciprocal of argument, element-wise. For elements with absolute values larger than 1, the result is always 0 and for integer 0, overflow warning is issued. **Example:**

* Python3

|  |
| --- |
| # Python code to perform reciprocal operation  # on NumPy array  **import** numpy as np  arr **=** np.array([25, 1.33, 1, 1, 100])    **print**('Our array is:')  **print**(arr)    **print**('\nAfter applying reciprocal function:')  **print**(np.reciprocal(arr))    arr2 **=** np.array([25], dtype **=** int)  print('\nThe second array is:')  print(arr2)    **print**('\nAfter applying reciprocal function:')  print(np.reciprocal(arr2)) |

**Output**

Our array is:

[ 25. 1.33 1. 1. 100. ]

After applying reciprocal function:

[ 0.04 0.7518797 1. 1. 0.01 ]

The second array is:

[25]

After applying reciprocal function:

[0]

**numpy.power()** This function treats elements in the first input array as the base and returns it raised to the power of the corresponding element in the second input array.

* Python3

|  |
| --- |
| # Python code to perform power operation  # on NumPy array      **import** numpy as np      arr **=** np.array([5, 10, 15])    **print**('First array is:')  **print**(arr)    **print**('\nApplying power function:')  print(np.power(arr, 2))    **print**('\nSecond array is:')  arr1 **=** np.array([1, 2, 3])  print(arr1)    print('\nApplying power function again:')  print(np.power(arr, arr1)) |

**Output:**

First array is:

[ 5 10 15]

Applying power function:

[ 25 100 225]

Second array is:

[1 2 3]

Applying power function again:

[ 5 100 3375]

**numpy.mod()** This function returns the remainder of division of the corresponding elements in the input array. The function numpy.remainder() also produces the same result.

* Python3

|  |
| --- |
| # Python code to perform mod function  # on NumPy array      **import** numpy as np      arr **=** np.array([5, 15, 20])  arr1 **=** np.array([2, 5, 9])    print('First array:')  print(arr)    print('\nSecond array:')  **print**(arr1)    print('\nApplying mod() function:')  print(np.mod(arr, arr1))    print('\nApplying remainder() function:')  print(np.remainder(arr, arr1)) |

**Output:**

First array:

[ 5 15 20]

Second array:

[2 5 9]

Applying mod() function:

[1 0 2]

Applying remainder() function:

[1 0 2]

ARRAY FUNCTIONS

In NumPy, "array functions" refer to a wide range of operations that can be performed on NumPy arrays, including mathematical calculations, statistical analysis, manipulation of array elements, and more, allowing for efficient processing of large datasets across multiple dimensions; key functions include creating arrays like np.zeros, np.ones, arithmetic operations like addition and multiplication, statistical functions like mean, std, and indexing/slicing operations to access specific elements within an array.

Key points about NumPy array functions:

* **N-dimensional arrays:**

NumPy's core data structure is the "ndarray" (n-dimensional array), enabling operations on multidimensional data like matrices and tensors.

* **Vectorized operations:**

NumPy performs operations element-wise on entire arrays, providing significant performance advantages over traditional Python loops.

* **Universal functions (ufuncs):**

Many common mathematical functions like sin, cos, exp, log are implemented as ufuncs, allowing them to operate directly on arrays.

Example array functions in NumPy:

* **Array creation:**
  + np.array: Creates a NumPy array from a list or other iterable.
  + np.zeros: Creates an array filled with zeros
  + np.ones: Creates an array filled with ones
  + np.arange: Generates a sequence of numbers
* **Arithmetic operations:**
  + +: Addition
  + -: Subtraction
  + \*: Multiplication
  + /: Division
* **Statistical functions:**
  + np.mean: Calculates the mean of array elements
  + np.std: Calculates the standard deviation
  + np.min: Finds the minimum value in an array
  + np.max: Finds the maximum value in an array
  + np.sum: Calculates the sum of array elements
* **Indexing and slicing:**
  + array[i]: Accesses the element at index i
  + array[i:j]: Extracts a slice from index i to j (exclusive)
* **Boolean indexing:**
  + array[condition] : Selects elements where a boolean condition is True
* **Linear algebra operations:**
  + np.dot: Matrix multiplication
  + np.transpose: Transposes a matrix

[**NumPy**](https://www.geeksforgeeks.org/python-numpy/) stands for Numerical Python. It is a Python library used for working with an array. In Python, we use the list for the array but it’s slow to process. NumPy array is a powerful N-dimensional array object and is used in linear algebra, Fourier transform, and random number capabilities. It provides an array object much faster than traditional Python lists.

**Types of Array:**

1. One Dimensional Array
2. Multi-Dimensional Array

**One Dimensional Array:**

A one-dimensional array is a type of linear array.
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*One Dimensional Array*

**Example:**

1

# importing numpy module

2

import numpy as np

3

​

4

# creating list

5

list = [1, 2, 3, 4]

6

​

7

# creating numpy array

8

sample\_array = np.array(list)

9

​

10

print("List in python : ", list)

11

​

12

print("Numpy Array in python :",

13

sample\_array)

**Output:**

List in python : [1, 2, 3, 4]  
Numpy Array in python : [1 2 3 4]

Check data type for list and array:

1

print(type(list\_1))

2

​

3

print(type(sample\_array))

**Output:**

<class 'list'>  
<class 'numpy.ndarray'>

**Multi-Dimensional Array:**

Data in multidimensional arrays are stored in tabular form.
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*Two Dimensional Array*

**Example:**

1

# importing numpy module

2

import numpy as np

3

​

4

# creating list

5

list\_1 = [1, 2, 3, 4]

6

list\_2 = [5, 6, 7, 8]

7

list\_3 = [9, 10, 11, 12]

8

​

9

# creating numpy array

10

sample\_array = np.array([list\_1,

11

list\_2,

12

list\_3])

13

​

14

print("Numpy multi dimensional array in python\n",

15

sample\_array)

**Output:**

Numpy multi dimensional array in python  
[[ 1 2 3 4]  
 [ 5 6 7 8]  
 [ 9 10 11 12]]

**Note:** use **[ ]** operators inside numpy.array() for multi-dimensional

**Anatomy of an array :**

**1. Axis:**The Axis of an array describes the order of the indexing into the array.

*Axis 0 = one dimensional*

*Axis 1 = Two dimensional*

*Axis 2 = Three dimensional*

**2. Shape:**The number of elements along with each axis. It is from a tuple.

**Example:**

1

# importing numpy module

2

import numpy as np

3

​

4

# creating list

5

list\_1 = [1, 2, 3, 4]

6

list\_2 = [5, 6, 7, 8]

7

list\_3 = [9, 10, 11, 12]

8

​

9

# creating numpy array

10

sample\_array = np.array([list\_1,

11

list\_2,

12

list\_3])

13

​

14

print("Numpy array :")

15

print(sample\_array)

16

​

17

# print shape of the array

18

print("Shape of the array :",

19

sample\_array.shape)

**Output:**

Numpy array :   
[[ 1 2 3 4]  
 [ 5 6 7 8]  
 [ 9 10 11 12]]  
Shape of the array : (3, 4)

**Example:**

1

import numpy as np

2

​

3

sample\_array = np.array([[0, 4, 2],

4

[3, 4, 5],

5

[23, 4, 5],

6

[2, 34, 5],

7

[5, 6, 7]])

8

​

9

print("shape of the array :",

10

sample\_array.shape)

**Output:**

shape of the array : (5, 3)

**3. Rank:**The rank of an array is simply the number of axes (or dimensions) it has.

**The one-dimensional array has rank 1.**
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*Rank 1*

**The two-dimensional array has rank 2.**

![A white square with black numbers

Description automatically generated](data:image/png;base64,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)

*Rank 2*

**4. Data type objects (dtype):**Data type objects (dtype) is an instance of **numpy.dtype** class. It describes how the bytes in the fixed-size block of memory corresponding to an array item should be interpreted.

**Example:**

1

# Import module

2

import numpy as np

3

​

4

# Creating the array

5

sample\_array\_1 = np.array([[0, 4, 2]])

6

​

7

sample\_array\_2 = np.array([0.2, 0.4, 2.4])

8

​

9

# display data type

10

print("Data type of the array 1 :",

11

sample\_array\_1.dtype)

12

​

13

print("Data type of array 2 :",

14

sample\_array\_2.dtype)

**Output:**

Data type of the array 1 : int32  
Data type of array 2 : float64

**Some different way of creating Numpy Array :**

**1.**[**numpy.array()**](https://www.geeksforgeeks.org/array-python-set-1-introduction-functions/)**:**The Numpy array object in Numpy is called ndarray. We can create ndarray using **numpy.array()**function.

***Syntax:*** *numpy.array(parameter)*

**Example:**

1

# import module

2

import numpy as np

3

​

4

#creating a array

5

​

6

arr = np.array([3,4,5,5])

7

​

8

print("Array :",arr)

**Output:**

Array : [3 4 5 5]

**2. [numpy.fromiter()](https://www.geeksforgeeks.org/numpy-fromiter-function-python/):**The fromiter() function create a new one-dimensional array from an iterable object.

***Syntax:*** *numpy.fromiter(iterable, dtype, count=-1)*

**Example 1:**

1

#Import numpy module

2

import numpy as np

3

​

4

# iterable

5

iterable = (a\*a for a in range(8))

6

​

7

arr = np.fromiter(iterable, float)

8

​

9

print("fromiter() array :",arr)

**Output:**

*fromiter() array :  [ 0.  1.  4.  9. 16. 25. 36. 49.]*

**Example 2:**

1

import numpy as np

2

​

3

var = "Geekforgeeks"

4

​

5

arr = np.fromiter(var, dtype = 'U2')

6

​

7

print("fromiter() array :",

8

arr)

**Output:**

*fromiter() array :  [‘G’ ‘e’ ‘e’ ‘k’ ‘f’ ‘o’ ‘r’ ‘g’ ‘e’ ‘e’ ‘k’ ‘s’]*

**3. [numpy.arange()](https://www.geeksforgeeks.org/numpy-arange-python/):**This is an inbuilt NumPy function that returns evenly spaced values within a given interval.

***Syntax:*** *numpy.arange( start , stop, step , dtype=None )*

**Example:**

1

import numpy as np

2

​

3

np.arange(1, 20 , 2,

4

dtype = np.float32)

**Output:**

*array([ 1.,  3.,  5.,  7.,  9., 11., 13., 15., 17., 19.], dtype=float32)*

**4. [numpy.linspace()](https://www.geeksforgeeks.org/numpy-linspace-python/):**This function returns evenly spaced numbers over a specified between two limits.

***Syntax:*** *numpy.linspace(start, stop, num=50, endpoint=True, retstep=False, dtype=None, axis=0)*

**Example 1:**

1

import numpy as np

2

​

3

np.linspace(3.5, 10, 3)

**Output:**

array([ 3.5 , 6.75, 10. ])

**Example 2:**

1

import numpy as np

2

​

3

np.linspace(3.5, 10, 3,

4

dtype = np.int32)

**Output:**

array([ 3, 6, 10])

**5. [numpy.empty()](https://www.geeksforgeeks.org/numpy-empty-python/):**This function create a new array of given shape and type, without initializing value.

***Syntax:*** *numpy.empty(shape, dtype=float, order=’C’)*

**Example:**

1

import numpy as np

2

​

3

np.empty([4, 3],

4

dtype = np.int32,

5

order = 'f')

**Output:**

array([[ 1, 5, 9],  
 [ 2, 6, 10],  
 [ 3, 7, 11],  
 [ 4, 8, 12]])

**6. [numpy.ones():](https://www.geeksforgeeks.org/numpy-ones-python/)**This function is used to get a new array of given shape and type, filled with ones(1).

***Syntax:*** *numpy.ones(shape, dtype=None, order=’C’)*

**Example:**

1

import numpy as np

2

​

3

np.ones([4, 3],

4

dtype = np.int32,

5

order = 'f')

**Output:**

array([[1, 1, 1],  
 [1, 1, 1],  
 [1, 1, 1],  
 [1, 1, 1]])

**7. [numpy.zeros()](https://www.geeksforgeeks.org/numpy-zeros-python/):**This function is used to get a new array of given shape and type, filled with zeros(0).

***Syntax:*** *numpy.ones(shape, dtype=None)*

**Example:**

1

import numpy as np

2

np.zeros([4, 3],

3

dtype = np.int32,

4

order = 'f')

**Output:**

array([[0, 0, 0],  
 [0, 0, 0],  
 [0, 0, 0],  
 [0, 0, 0]])

**Numpy - Array Creation**
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[**Numpy Arrays**](https://www.geeksforgeeks.org/basics-of-numpy-arrays/) are grid-like structures similar to lists in [Python](https://www.geeksforgeeks.org/python-programming-language-tutorial/) but optimized for numerical operations. The most straightforward way to create a NumPy array is by converting a regular Python list into an array using the np.array() function.

Let's understand this with the help of an example:

1

import numpy as np

2

​

3

# One-dimensional array

4

arr1 = np.array([1, 2, 3, 4, 5])

5

print(arr1)

6

​

7

# Two-dimensional array

8

arr2 = np.array([[1, 2], [3, 4]])

9

print(arr2)

**Output**

[1 2 3 4 5]

[[1 2]

[3 4]]

**Creating Arrays with Specific Values**

For assigning a specific values. NumPy provides several function to create arrays filled with zeros, ones, or a specific constant value.

* **Zeros Array:**[np.zeros() function](https://www.geeksforgeeks.org/numpy-zeros-python/" \t "_blank) creates an array filled with zeros. It requires the shape of the array as a parameter.

**Example:**

1

import numpy as np

2

​

3

# 3x4 array filled with zeros

4

arr\_zero = np.zeros((3, 4))

5

print(arr\_zero)

**Output**

[[0. 0. 0. 0.]

[0. 0. 0. 0.]

[0. 0. 0. 0.]]

* **Ones Array:**[np.ones()](https://www.geeksforgeeks.org/numpy-ones-python/" \t "_blank) creates an array filled with ones.

**Example:**

1

import numpy as np

2

​

3

# 2x3 array filled with ones

4

arr\_one = np.ones((2, 3))

5

print(arr\_one)

**Output**

[[1. 1. 1.]

[1. 1. 1.]]

* **Full Array :**[np.full()](https://www.geeksforgeeks.org/numpy-full-python/" \t "_blank) function allows you to create an array filled with a specific value.

**Example:**

1

import numpy as np

2

​

3

# 2x2 array filled with 7

4

arr\_full = np.full((2, 2), 7)

5

print(arr\_full)

**Output**

[[7 7]

[7 7]]

**Creating Arrays with Random Values**

NumPy also has functions for generating arrays with random values, useful for simulations and testing.

* **Random Float Array :** [np.random.rand()](https://www.geeksforgeeks.org/numpy-random-rand-python/" \t "_blank) function generates an array of random values between 0 and 1.

**Example:**

1

import numpy as np

2

​

3

# 2x3 array of random floats

4

arr\_rand = np.random.rand(2, 3)

5

print(arr\_rand)

**Output**

[[0.67820861 0.64484802 0.48673431]

[0.00263043 0.55383721 0.43240166]]

* **Random Integers :**If we need random integers, we can use **np.random.randint()** to create arrays with integer values in a specified range.

**Example:**

1

import numpy as np

2

​

3

# 3x3 array of random integers from 1 to 9

4

arr\_int = np.random.randint(1, 10, size=(3, 3))

5

print(arr\_int)

**Output**

[[4 6 5]

[7 4 8]

[8 5 2]]

**Creating Arrays with a Range of Values**

Another common method of creating arrays is using a range of values. NumPy provides functions like np.arange() and np.linspace() for this purpose.

* **Using np.arange() :**[np.arange()](https://www.geeksforgeeks.org/numpy-arrange-in-python/" \t "_blank) creates arrays with values spaced according to a given interval. It’s similar to Python’s built-in range() but returns a NumPy array.

**Example:**

1

import numpy as np

2

​

3

# Array from 0 to 10 with step 2

4

arr\_range = np.arange(0, 10, 2)

5

print(arr\_range)

**Output**

[0 2 4 6 8]

* **Using np.linspace():** [np.linspace()](https://www.geeksforgeeks.org/numpy-linspace/" \t "_blank)generates an array with a specified number of evenly spaced values over a specified range.

**Example:**

1

import numpy as np

2

​

3

# 5 values from 0 to 1

4

arr\_linspace = np.linspace(0, 1, 5)

5

print(arr\_linspace)

**Output**

[0. 0.25 0.5 0.75 1. ]

**Identity and Diagonal Matrices**

NumPy also provides functions for creating identity matrices and diagonal matrices, which are often used in linear algebra.

* **Identity Matrix :**[np.eye()](https://www.geeksforgeeks.org/numpy-eye-python/" \t "_blank) function creates an identity matrix, a square matrix with ones on the diagonal and zeros elsewhere.

**Example:**

1

import numpy as np

2

​

3

# 3x3 identity matrix

4

identity\_matrix = np.eye(3)

5

print(identity\_matrix)

**Output**

[[1. 0. 0.]

[0. 1. 0.]

[0. 0. 1.]]

* **Diagonal Matrix :**Use [np.diag()](https://www.geeksforgeeks.org/numpy-diag-python/" \t "_blank) to create a diagonal matrix, where the provided array elements form the diagonal.

**Example:**

1

import numpy as np

2

​

3

# Diagonal matrix with [1, 2, 3] on the diagonal

4

diag\_matrix = np.diag([1, 2, 3])

5

print(diag\_matrix)

**Output**

[[1 0 0]

[0 2 0]

[0 0 3]]

**Methods for array creation in Numpy**

| **Function** | **Description** |
| --- | --- |
| [**empty()**](https://www.geeksforgeeks.org/numpy-empty-python/) | Return a new array of given shape and type, without initializing entries |
| [**empty\_like()**](https://www.geeksforgeeks.org/numpy-empty_like-python/) | Return a new array with the same shape and type as a given array |
| [**eye()**](https://www.geeksforgeeks.org/numpy-eye-python/) | Return a 2-D array with ones on the diagonal and zeros elsewhere. |
| [**identity()**](https://www.geeksforgeeks.org/numpy-identity-python/) | Return the identity array |
| [**ones()**](https://www.geeksforgeeks.org/numpy-ones-python/) | Return a new array of given shape and type, filled with ones |
| [**ones\_like()**](https://www.geeksforgeeks.org/numpy-ones_like-python/) | Return an array of ones with the same shape and type as a given array |
| [**zeros()**](https://www.geeksforgeeks.org/numpy-zeros-python/) | Return a new array of given shape and type, filled with zeros |
| [**zeros\_like()**](https://www.geeksforgeeks.org/numpy-zeros_like-python/) | Return an array of zeros with the same shape and type as a given array |
| [**full\_like()**](https://www.geeksforgeeks.org/numpy-full_like-python/) | Return a full array with the same shape and type as a given array. |
| [**array()**](https://www.geeksforgeeks.org/python-array-length/) | Create an array |
| [**asarray()**](https://www.geeksforgeeks.org/numpy-asarray-in-python/) | Convert the input to an array |
| [**asanyarray()**](https://www.geeksforgeeks.org/numpy-asanyarray-in-python/) | Convert the input to an ndarray, but pass ndarray subclasses through |
| [**ascontiguousarray()**](https://www.geeksforgeeks.org/numpy-ascontiguousarray-in-python/) | Return a contiguous array in memory (C order) |
| [**asmatrix()**](https://www.geeksforgeeks.org/numpy-asmatrix-python/) | Interpret the input as a matrix |
| **copy()** | Return an array copy of the given object |
| [**frombuffer()**](https://www.geeksforgeeks.org/numpy-frombuffer-function-python/) | Interpret a buffer as a 1-dimensional array |
| **fromfile()** | Construct an array from data in a text or binary file |
| [**fromfunction()**](https://www.geeksforgeeks.org/numpy-fromfunction-function-python/) | Construct an array by executing a function over each coordinate |
| [**fromiter()**](https://www.geeksforgeeks.org/numpy-fromiter-function-python/) | Create a new 1-dimensional array from an iterable object |
| [**fromstring()**](https://www.geeksforgeeks.org/numpy-fromstring-function-python/) | A new 1-D array initialized from text data in a string |
| [**loadtxt()**](https://www.geeksforgeeks.org/numpy-loadtxt-in-python/) | Load data from a text file |
| [**arange()**](https://www.geeksforgeeks.org/numpy-arange-python/) | Return evenly spaced values within a given interval |
| [**linspace()**](https://www.geeksforgeeks.org/numpy-linspace-python/) | Return evenly spaced numbers over a specified interval |
| [**logspace()**](https://www.geeksforgeeks.org/numpy-logspace-python/) | Return numbers spaced evenly on a log scale |
| [**geomspace()**](https://www.geeksforgeeks.org/numpy-geomspace-in-python/) | Return numbers spaced evenly on a log scale (a geometric progression) |
| [**meshgrid()**](https://www.geeksforgeeks.org/numpy-meshgrid-function/) | Return coordinate matrices from coordinate vectors |
| **mgrid()** | nd\_grid instance which returns a dense multi-dimensional “meshgrid |
| **ogrid()** | nd\_grid instance which returns an open multi-dimensional “meshgrid |
| [**diag()**](https://www.geeksforgeeks.org/numpy-diag-python/) | Extract a diagonal or construct a diagonal array |
| [**diagflat()**](https://www.geeksforgeeks.org/numpy-diagflat-python/) | Create a two-dimensional array with the flattened input as a diagonal |
| [**tri()**](https://www.geeksforgeeks.org/numpy-tri-python/) | An array with ones at and below the given diagonal and zeros elsewhere |
| [**tril()**](https://www.geeksforgeeks.org/numpy-tril-python/) | Lower triangle of an array |
| [**triu()**](https://www.geeksforgeeks.org/numpy-triu-python/) | Upper triangle of an array |
| [**vander()**](https://www.geeksforgeeks.org/numpy-vander-function-python/) | Generate a Vandermonde matrix |
| **mat()** | Interpret the input as a matrix |
| [**bmat()**](https://www.geeksforgeeks.org/numpy-bmat-python/) | Build a matrix object from a string, nested sequence, or array |

**Saving and loading NumPy Arrays**

Last Updated : 26 Dec, 2023

The savetxt() and loadtxt() functions in NumPy are primarily designed for 1D and 2D arrays (text files with row/column format). When dealing with a 3D NumPy array, these functions can be a bit limited because they cannot directly handle the 3D structure. However, you can reshape the 3D array into a 2D array, save it, and then reshape it back to its original form upon loading. In this article, we will see how to load and save 3D [NumPy Array](https://www.geeksforgeeks.org/basics-of-numpy-arrays/) to file using [savetxt()](https://www.geeksforgeeks.org/numpy-savetxt/) and [loadtxt()](https://www.geeksforgeeks.org/numpy-loadtxt-in-python/) functions and NumPy loadtxt and savetxt usage guide.

**Load and Save 3D Numpy Array to File**

Below are the ways by which we can load and save 3D [NumPy](https://www.geeksforgeeks.org/python-numpy/)array to file using savetxt() and loadtxt() functions in [Python](https://www.geeksforgeeks.org/python-programming-language/):

* Utilize the savetxt() and loadtxt() functions for TXT files
* Saving and loading the 3D arrays(reshaped) into CSV files

**Example 1: Saving a 3D Numpy Array as a Text File**

In this example, a 3D NumPy array arr is reshaped into a 2D format and saved to a text file named “geekfile.txt” using savetxt(). Later, the data is retrieved from the file, reshaped back to its original 3D form, and compared with the original array to verify its equality.

* Python3

|  |
| --- |
| **import** numpy as gfg    arr **=** gfg.random.rand(5, 4, 3)    # reshaping the array from 3D  # matrice to 2D matrice.  arr\_reshaped **=** arr.reshape(arr.shape[0], **-**1)    # saving reshaped array to file.  gfg.savetxt("geekfile.txt", arr\_reshaped)    # retrieving data from file.  loaded\_arr **=** gfg.loadtxt("geekfile.txt")    load\_original\_arr **=** loaded\_arr.reshape(      loaded\_arr.shape[0], loaded\_arr.shape[1] **//** arr.shape[2], arr.shape[2])    # check the shapes:  print("shape of arr: ", arr.shape)  print("shape of load\_original\_arr: ", load\_original\_arr.shape)    # check if both arrays are same or not:  **if** (load\_original\_arr **==** arr).all():  **print**("Yes, both the arrays are same")  **else**:      print("No, both the arrays are not same") |

**Output:**

shape of arr: (5, 4, 3)

shape of load\_original\_arr: (5, 4, 3)

Yes, both the arrays are same

**Example 2: Saving and loading the 3D arrays(reshaped) into CSV files**

In this example, we will perform saving and loading the 3D arrays(reshaped) into [CSV files](https://www.geeksforgeeks.org/working-csv-files-python/) by using savetxt and loadtxt functions respectively. Here, a random 3D NumPy array arr is reshaped into a 2D format, saved as a CSV file, and then loaded back into a 2D array. The loaded data is reshaped back to its original 3D form, and a comparison is made with the original array to confirm their equality.

* Python3

|  |
| --- |
| **import** numpy as np    # Create a sample 3D array  arr **=** np.random.rand(5, 4, 3)    # Reshape the 3D array to 2D  arr\_reshaped **=** arr.reshape(arr.shape[0], **-**1)    # Save the 2D array to a CSV file  np.savetxt("3d\_array.csv", arr\_reshaped, delimiter**=**",")    # Load the 2D array from the CSV file  loaded\_arr **=** np.loadtxt("3d\_array.csv", delimiter**=**",")    # Reshape the 2D array back to its original 3D shape  load\_original\_arr **=** loaded\_arr.reshape((arr.shape[0], arr.shape[1], arr.shape[2]))    # Verify if the loaded array matches the original  **if** np.array\_equal(load\_original\_arr, arr):      print("Yes, both the arrays are the same")  **else**:      print("No, both the arrays are not the same") |

**Output:**

Yes, both the arrays are same

**NumPy save() Method | Save Array to a File**

Last Updated : 02 Feb, 2024

The NumPy**save()**method is used to **store the input array**in a binary file with the ‘**npy extension’** (.npy).

**Example:**

* Python3

|  |
| --- |
| **import** numpy as np  a **=** np.arange(5)  np.save('array\_file', a) |

**Syntax**

***Syntax:*** *numpy.save(file, arr, allow\_pickle=True, fix\_imports=True)*

***Parameters:***

* ***file:*** *File or filename to which the data is saved. If the file is a string or Path, a .npy extension will be appended to the file name if it does not already have one. If the file is a file object, then the filename is unchanged.*
* ***allow\_pickle :*** *Allow saving object arrays using Python pickles. Reasons for disallowing pickles include security (loading pickled data can execute arbitrary code) and portability (pickled objects may not be loadable on different Python installations). Default: True*
* ***fix\_imports :*** *Only useful in forcing objects in object arrays on Python 3 to be pickled in a Python 2 compatible way.*
* ***arr :*** *Array data to be saved.*

***Returns:*** *Stores the input array in a disk file with ‘.npy’ extension.*

**Examples**

Let’s understand the workings of numpy.save() method in these Python code and know how to use save() method of [NumPy library](https://www.geeksforgeeks.org/python-numpy/).

To use numpy.save() function, you just need to pass the file name and array in the function.

**Example 1**

* Python3

|  |
| --- |
| # Python program explaining  # save() function    **import** numpy as geek    a **=** geek.arange(5)    # a is printed.  **print**("a is:")  **print**(a)    # the array is saved in the file geekfile.npy  geek.save('geekfile', a)    print("the array is saved in the file geekfile.npy") |

**Output :**

a is:

[0 1 2 3 4]

the array is saved in the file geekfile.npy

**Example 2**

* Python3

|  |
| --- |
| # Python program explaining  # save() function    **import** numpy as geek    # the array is loaded into b  b **=** geek.load('geekfile.npy')    print("b is:")  print(b)    # b is printed from geekfile.npy  print("b is printed from geekfile.npy") |

**Output :**

b is:

[0 1 2 3 4]

b is printed from geekfile.npy

NUMPY RANDOM NUMBER

What is a Random Number?

Random number does NOT mean a different number every time. Random means something that can not be predicted logically.

Pseudo Random and True Random.

Computers work on programs, and programs are definitive set of instructions. So it means there must be some algorithm to generate a random number as well.

If there is a program to generate random number it can be predicted, thus it is not truly random.

Random numbers generated through a generation algorithm are called *pseudo random*.

Can we make truly random numbers?

Yes. In order to generate a truly random number on our computers we need to get the random data from some outside source. This outside source is generally our keystrokes, mouse movements, data on network etc.

We do not need truly random numbers, unless it is related to security (e.g. encryption keys) or the basis of application is the randomness (e.g. Digital roulette wheels).

Generate Random Number

NumPy offers the random module to work with random numbers.

Example[Get your own Python Server](https://www.w3schools.com/python/python_server.asp)

Generate a random integer from 0 to 100:

from numpy import random  
  
x = random.randint(100)  
  
print(x)

Generate Random Float

The random module's rand() method returns a random float between 0 and 1.

Example

Generate a random float from 0 to 1:

from numpy import random  
  
x = random.rand()  
  
print(x)

Generate Random Array

In NumPy we work with arrays, and you can use the two methods from the above examples to make random arrays.

Integers

The randint() method takes a size parameter where you can specify the shape of an array.

Example

Generate a 1-D array containing 5 random integers from 0 to 100:

from numpy import random  
  
x=random.randint(100, size=(5))  
  
print(x)

Example

Generate a 2-D array with 3 rows, each row containing 5 random integers from 0 to 100:

from numpy import random  
  
x = random.randint(100, size=(3, 5))  
  
print(x)

Floats

The rand() method also allows you to specify the shape of the array.

Example

Generate a 1-D array containing 5 random floats:

from numpy import random  
  
x = random.rand(5)  
  
print(x)

Example

Generate a 2-D array with 3 rows, each row containing 5 random numbers:

from numpy import random  
  
x = random.rand(3, 5)  
  
print(x)

Generate Random Number From Array

The choice() method allows you to generate a random value based on an array of values.

The choice() method takes an array as a parameter and randomly returns one of the values.

Example

Return one of the values in an array:

from numpy import random  
  
x = random.choice([3, 5, 7, 9])  
  
print(x)

The choice() method also allows you to return an *array* of values.

Add a size parameter to specify the shape of the array.

Example

Generate a 2-D array that consists of the values in the array parameter (3, 5, 7, and 9):

from numpy import random  
  
x = random.choice([3, 5, 7, 9], size=(3, 5))  
  
print(x)

**Numpy Random**

In NumPy, we have a module called random which provides functions for generating random numbers.

These functions can be useful for generating random inputs for testing algorithms.

**Generate Random Integer in NumPy**

As discussed earlier, we use the random module to work with random numbers in NumPy.

Let's see an example.

import numpy as np

# generate random integer from 0 to 9

random\_number = np.random.randint(0, 10)

print(random\_number)

# Output: 7

In this example, we have used the random module to generate a random number. The random.randint() function takes two arguments,

* **0** - a lower bound (inclusive)
* **10** - an upper bound (exclusive)

Here, random.randint() returns a random integer between **0** and **9**.

Since the output will be a randomly generated integer between **0** and **9**, we will see different outputs each time the code is run.

**Note**: We can also import and use the random module like this:

from numpy import random

random\_number = random.randint(0, 10)

print(random\_number)

Here, the syntax is slightly different but the output will be the same as above, we will get a random integer between **0** and **9**.

**Generate Random Float in NumPy**

We can also generate a random floating-point number between **0** and **1**. For that we use the random.rand() function. For example,

import numpy as np

# generate random float-point number between 0 and 1

random\_number = np.random.rand()

print(random\_number)

# Output: 0.7696638323107154

Here, random.rand() generates a random floating-point number between **0** and **1**.

Since the number is generated randomly, the output value can vary each time the code is run.

**Generate Random Array in NumPy**

NumPy's random module can also be used to generate an array of random numbers. For example,

import numpy as np

# generate 1D array of 5 random integers between 0 and 9

integer\_array = np.random.randint(0, 10, 5)

print("1D Random Integer Array:\n",integer\_array)

# generate 1D array of 5 random numbers between 0 and 1

float\_array = np.random.rand(5)

print("\n1D Random Float Array:\n",float\_array)

# generate 2D array of shape (3, 4) with random integers

result = np.random.randint(0, 10, (3,4))

print("\n2D Random Integer Array:\n",result)

**Output**

1D Random Integer Array:

[9 7 8 4 2]

1D Random Float Array:

[0.7877579 0.01723754 0.93995075 0.17126388 0.69913594]

2D Random Integer Array:

[[0 5 3 8]

[3 9 2 1]

[8 7 1 2]]

Here,

* np.random.randint(0, 10, 5) - generates a 1D array of **5** random integers between **0** and **9**.
* np.random.rand(5) - generates a 1D array of **5** random numbers between **0** and **1**.
* np.random.randint(0, 10, (3,4)) - generates a 2D array of shape **(3, 4)** with random integers between **0** and **9**.

**Choose Random Number from NumPy Array**

To choose a random number from a NumPy array, we can use the random.choice() function.

Let's see an example.

import numpy as np

# create an array of integers from 1 to 5

array1 = np.array([1, 2, 3, 4, 5])

# choose a random number from array1

random\_choice = np.random.choice(array1)

print(random\_choice)

# Output: 3

In the above example, the np.random.choice(array1) function chooses a random number from the array1 array.

It is important to note that the output will be a single random number from array1, which will be different each time the code is run.